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Abstract

We describe a lightweight approach to community-engaged service
learning, structured as a semester-long hackathon where students
explore socially relevant problems through problem definition, eth-
ical analysis, and rapid prototyping. By eliminating the logistical
challenges of traditional service-learning projects, this approach
provides a scalable way to integrate Computing for the Social Good
into the curriculum while retaining key educational benefits.
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1 Introduction

The gold standard for the software engineering sequence and/or
capstone course is community-engaged service learning where stu-
dents, working in teams following an agile methodology, construct
a software artifact that advances the mission of a not-for-profit
organization. In the taxonomy of projects that fall under the label
of Computing for the Social Good (CSG) [3, 4], such experiences
are considered to be level 4, the highest level. However, these can
be challenging undertakings since one must deal with thorny is-
sues such as partner identification, project scoping, skills matching,
project hosting, and long-term maintenance; to say nothing of non-
traditional student assessment such an experience requires. We
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refer to such experiences as SPSG-projects after a time-tested frame-
work, Scaffolded Projects for Social Good (SPSG) [5, 6], designed
to aid adopters in overcoming the challenges these high-impact
educational experiences present. This framework provides a highly-
strictured approach to embed authentic service-learning projects
into software development and similar courses, aligning them with
course learning outcomes, and offering multiple avenues for forma-
tive and summative assessment of student work. In this techniques
short paper, we describe a lightweight approach to achieving many
of the outcomes from an SPSG-project that sidesteps the thorniest
challenges such projects entail.

2 The Lightweight Approach

In a CSG level 4 project, students solve a real-world problem brought
to them by an external (non-profit) stakeholder. The final deliverable
addresses a problem with real-world benefits. The motivating idea
behind this lightweight approach is to design a course to provide a
CSG level 3 experience: solve a real-world problem as an exercise.

The basic idea is to run one’s course as a one-term hackathon

that has six phases. Similarly, this course has also been described
as an experience in open-ended problem solving [7].
Theme Selection and Partner Identification: This phase hap-
pens before the term begins. The instructor selects a socially rel-
evant broad topic of interest. The topic can be of local relevance
or broader. Examples of this include: the opioid epidemic, food in-
security, aquifer depletion, homelessness, waterway pollution, etc.
Based on the topic, the goal is to identify a local nonprofit working
in the selected space willing to partner for the term.

This form of community engagement is one-directional. The
community partner becomes a partner on the mission of educating
students, but will not be receiving any software in return. As we
detail below, given the light commitment on the part of the com-
munity partner, our experience has shown that most such partners
are happy to participate.

This part is similar to an SPSG-project in that partner iden-
tification occurs prior to the term. However, there is no project
scoping/negotiation, nor is there any need to manage partner ex-
pectations. Partners get to expose a new audience to their activities
and to participate in students’ growth as problem solvers learning
how to apply technical skills to socially relevant issues.

Topic Education: Once the term begins, the first couple of weeks
are spent doing a deep dive on the selected topic. In addition to
reading articles, the class visits the community partner and/or the
partner visits the class. This is part of the education phase; the role
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of the partner is to help educate the students on the various aspects
of the chosen topic and what their role is in addressing the topic.

Topic education does not generally happen with SPSG-projects.

With an SPSG-project students begin the term with an introduction
to their community partner/client and an already agreed-upon
project description.
Ideation: After students get up to speed on the problem domain,
the next week or so is spent on project ideation. After an initial
time to ideate, students are put into small groups. Each student
pitches their idea to their group, getting feedback to refine their
idea. In the next class session, students are put into different groups
to repeat the process, which gives them an opportunity to refine
their ideas with a different set of peers.

The ideation phase concludes with both a written report and
an oral presentation. A key aspect is that in addition to a detailed
description of their proposed software artifact, students must also
present an ethical analysis of their approach. This includes a dis-
cussion of possible unforeseen consequences, potential negatively
affected stakeholders, etc. There are several such frameworks one
can adopt that guide students through this [1, 2, 9]. Finally, one
might elect to hold the oral presentations in a forum open to both
non-enrolled students, other faculty, and one’s community part-
ner(s).

Clearly, this phase has no counterpart with SPSG-projects where
students are typically assigned to an already agreed upon project.
Project Selections and Team Creation: With software engineer-
ing project team size typically around six, the number of projects
that will be selected is a function of the class size. As with hackathons,
the winning projects are selected via a voting process. This can be
restricted to class members only, or open to all who attend the oral
presentation session, including the community partner(s).

Team formation comes after project selection. While instructors

typically perform the team creation step in SPSG-projects, this
lightweight version allows students to self-select onto teams using
a preference voting scheme.
Software Development: This phase is the most similar to its SPSG-
project counterpart. Students, working in small teams, using an
agile methodology develop a software artifact. Unlike with a SPSG-
project the final product is not production-ready software but more
of a prototype or software that demonstrates a proof of concept.

The community partner’s role is not that of a client, but a re-

source that student teams can periodically consult with - typically
via prearranged online meetings. While the student - community
partner relationship is not as formal as with an SPSG-project, it
is nonetheless a worthwhile experience for students to interact
face-to-face with people outside academia as part of a software
development exercise.
Showcase: Typical of all such project-based courses is the public
end-of-semester showcase event. Each team presents and demon-
strates the artifact they created. Special attention is given to how
each team addressed the ethical issues that were raised during the
ideation phase.

Unlike real hackathons, there are no judges nor voting to select
a winning project. However, after one showcase event, two teams
received a small grant from a community partner to continue their
project development over the subsequent summer.
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3 Conclusion

This lightweight approach to community-engaged learning has
some serious drawbacks when compared to SPSG-projects. First
and foremost, SPSG-projects provide students the opportunity to
hone their professional (soft) skills in an authentic setting. Face-
to-face or real-time online interactions with an authentic project
partner expecting an actual deliverable is a key learning outcome
that our lightweight approach does not provide.

However, our lightweight approach has some significant advan-
tages as well. Students involved in an SPSG-project spend all their
time in the software development phase tackling technical issues.
In a lightweight course, students not only see the social relevance
of computing by working on a CSG project, they get to conceive
of computing solutions to important problems. Concomitant to
students practicing how computing can help solve important so-
cial problems, they also practice performing ethical analyses of
proposed software solutions when it is most important; at the con-
ception phase. For the most part, students are told what to program
throughout their undergraduate career. There is great pedagogic
value in students developing and publicly presenting their own
ideas of what to create to address socially relevant issues [8].

While implementing a CSG level 4 SPSG-project offers many
advantages, it may often require additional faculty effort and a
certain degree of institutional support. Therefore, it is important
not to underestimate the very real value of the lower bar required
to undertake a CSG level 3 experience using a lightweight approach
described here.
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